**USING DICTIONARIES**

**Using Dictionaries**

Now that we know how to create a dictionary, we can start using already created dictionaries to solve problems.

In this lesson, you’ll learn how to:

* Use a key to get a value from a dictionary
* Check for existence of keys
* Iterate through keys and values in dictionaries

**Get A Key**

Once you have a dictionary, you can access the values in it by providing the key. For example, let’s imagine we have a dictionary that maps buildings to their heights, in meters:

building\_heights = {"Burj Khalifa": 828, "Shanghai Tower": 632, "Abraj Al Bait": 601, "Ping An": 599, "Lotte World Tower": 554.5, "One World Trade": 541.3}

Then we can access the data in it like this:

>>> building\_heights["Burj Khalifa"]  
828  
>>> building\_heights["Ping An"]  
599

**Instructions**

**1.**

We have provided a dictionary that maps the elements of astrology to the zodiac signs. Print out the list of zodiac signs associated with the "earth" element.

Checkpoint 2 Passed

**2.**

Print out the list of the "fire" signs.

**script.py**

zodiac\_elements = {"water": ["Cancer", "Scorpio", "Pisces"], "fire": ["Aries", "Leo", "Sagittarius"], "earth": ["Taurus", "Virgo", "Capricorn"], "air":["Gemini", "Libra", "Aquarius"]}

print(zodiac\_elements["earth"])

print(zodiac\_elements["fire"])
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**Get an Invalid Key**

Let’s say we have our dictionary of building heights from the last exercise:

building\_heights = {"Burj Khalifa": 828, "Shanghai Tower": 632, "Abraj Al Bait": 601, "Ping An": 599, "Lotte World Tower": 554.5, "One World Trade": 541.3}

What if we wanted to know the height of the Landmark 81 in Ho Chi Minh City? We could try:

print(building\_heights["Landmark 81"])

But "Landmark 81" does not exist as a key in the building\_heights dictionary! So this will throw a KeyError:

KeyError: 'Landmark 81'

One way to avoid this error is to first check if the key exists in the dictionary:

key\_to\_check = "Landmark 81"  
  
if key\_to\_check in building\_heights:  
  print(building\_heights["Landmark 81"])

This will not throw an error, because key\_to\_check in building\_heights will return False, and so we never try to access the key.

**Instructions**

**1.**

Review the code in the editor and predict what the output will be. Run the code to see if you are correct!

Checkpoint 2 Passed

**2.**

Because "energy" is not a key in zodiac\_elements, a KeyError is thrown in the terminal!

Using an if statement, check if "energy" is a key in zodiac\_elements. Nest the existing print() statement within the if statement so that it will only execute if "energy" is a key.

Run your code again. This time, there should be no errors in the terminal!

Checkpoint 3 Passed

**3.**

Add the key "energy" to the zodiac\_elements. It should map to a value of "Not a Zodiac element". Run the code. Since "energy" is now a key, its value prints to the terminal!

**script.py**

zodiac\_elements = {"water": ["Cancer", "Scorpio", "Pisces"], "fire": ["Aries", "Leo", "Sagittarius"], "earth": ["Taurus", "Virgo", "Capricorn"], "air":["Gemini", "Libra", "Aquarius"]}

zodiac\_elements["energy"] = "Not a Zodiac element"

if "energy" in zodiac\_elements:

  print(zodiac\_elements["energy"])

print(zodiac\_elements)

**![](data:image/png;base64,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)**

**Try/Except to Get a Key**

We saw that we can avoid KeyErrors by checking if a key is in a dictionary first. Another method we could use is a try/except:

key\_to\_check = "Landmark 81"  
try:  
  print(building\_heights[key\_to\_check])  
except KeyError:  
  print("That key doesn't exist!")

When we try to access a key that doesn’t exist, the program will go into the except block and print "That key doesn't exist!".

**Instructions**

**1.**

Use a try block to try to print the caffeine level of "matcha". If there is a KeyError, print "Unknown Caffeine Level".

Checkpoint 2 Passed

**2.**

Above the try block, add "matcha" to the dictionary with a value of 30.

**script.py**

caffeine\_level = {"espresso": 64, "chai": 40, "decaf": 0, "drip": 120}

caffeine\_level["matcha"] = 30

try:

  print(caffeine\_level["matcha"])

except KeyError:

  print("Unknown Caffeine Level")
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**Safely Get a Key**

We saw in the last exercise that we had to add a key:value pair to a dictionary in order to avoid a KeyError. This solution is not sustainable. We can’t predict every key a user may call and add all of those placeholder values to our dictionary!

Dictionaries have a .get() method to search for a value instead of the my\_dict[key] notation we have been using. If the key you are trying to .get() does not exist, it will return None by default:

building\_heights = {"Burj Khalifa": 828, "Shanghai Tower": 632, "Abraj Al Bait": 601, "Ping An": 599, "Lotte World Tower": 554.5, "One World Trade": 541.3}  
  
#this line will return 632:  
building\_heights.get("Shanghai Tower")  
  
#this line will return None:  
building\_heights.get("My House")

You can also specify a value to return if the key doesn’t exist. For example, we might want to return a building height of 0 if our desired building is not in the dictionary:

>>> building\_heights.get('Shanghai Tower', 0)  
632  
>>> building\_heights.get('Mt Olympus', 0)  
0  
>>> building\_heights.get('Kilimanjaro', 'No Value')  
'No Value'

**Instructions**

**1.**

Use .get() to get the value of "teraCoder"‘s user ID, with 100000 as a default value if the user doesn’t exist. Store it in a variable called tc\_id. Print tc\_id to the console.

Checkpoint 2 Passed

**2.**

Use .get() to get the value of "superStackSmash"‘s user ID, with 100000 as a default value if the user doesn’t exist. Store it in a variable called stack\_id. Print stack\_id to the console.

**script.py**

user\_ids = {"teraCoder": 100019, "pythonGuy": 182921, "samTheJavaMaam": 123112, "lyleLoop": 102931, "keysmithKeith": 129384}

tc\_id = user\_ids.get("teraCoder", 1000)

print(tc\_id)

stack\_id = user\_ids.get("superStackSmash", 100000)

print(stack\_id)
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**Delete a Key**

Sometimes we want to get a key and remove it from the dictionary. Imagine we were running a raffle, and we have this dictionary mapping ticket numbers to prizes:

raffle = {223842: "Teddy Bear", 872921: "Concert Tickets", 320291: "Gift Basket", 412123: "Necklace", 298787: "Pasta Maker"}

When we get a ticket number, we want to return the prize and also remove that pair from the dictionary, since the prize has been given away. We can use .pop() to do this. Just like with .get(), we can provide a default value to return if the key does not exist in the dictionary:

>>> raffle.pop(320291, "No Prize")  
"Gift Basket"  
>>> raffle  
{223842: "Teddy Bear", 872921: "Concert Tickets", 412123: "Necklace", 298787: "Pasta Maker"}  
>>> raffle.pop(100000, "No Prize")  
"No Prize"  
>>> raffle  
{223842: "Teddy Bear", 872921: "Concert Tickets", 412123: "Necklace", 298787: "Pasta Maker"}  
>>> raffle.pop(872921, "No Prize")  
"Concert Tickets"  
>>> raffle  
{223842: "Teddy Bear", 412123: "Necklace", 298787: "Pasta Maker"}

.pop() works to delete items from a dictionary, when you know the key value.

**Instructions**

**1.**

You are designing the video game Big Rock Adventure. We have provided a dictionary of items that are in the player’s inventory which add points to their health meter. In one line, add the corresponding value of the key "stamina grains" to the health\_points variable and remove the item "stamina grains" from the dictionary. If the key does not exist, add 0 to health\_points.

Checkpoint 2 Passed

Hint

The .pop() method takes a key as an argument and will remove the key-value pair from the dictionary and also return the value:

dictionary\_name.pop(key, default)

In this instance, the key is “stamina grains” and the default is 0.

**2.**

In one line, add the value of "power stew" to health\_points and remove the item from the dictionary. If the key does not exist, add 0 to health\_points.

Checkpoint 3 Passed

**3.**

In one line, add the value of "mystic bread" to health\_points and remove the item from the dictionary. If the key does not exist, add 0 to health\_points.

Checkpoint 4 Passed

**4.**

Print available\_items and health\_points.

**script.py**

available\_items = {"health potion": 10, "cake of the cure": 5, "green elixir": 20, "strength sandwich": 25, "stamina grains": 15, "power stew": 30}

health\_points = 20

health\_points += available\_items.pop("stamina grains", 0)

health\_points += available\_items.pop("power stew", 0)

health\_points += available\_items.pop("mystic bread", 0)

print(available\_items)

print(health\_points)
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**Get All Keys**

Sometimes we want to operate on all of the keys in a dictionary. For example, if we have a dictionary of students in a math class and their grades:

test\_scores = {"Grace":[80, 72, 90], "Jeffrey":[88, 68, 81], "Sylvia":[80, 82, 84], "Pedro":[98, 96, 95], "Martin":[78, 80, 78], "Dina":[64, 60, 75]}

We want to get a roster of the students in the class, without including their grades. We can do this with the built-in list() function:

>>> list(test\_scores)  
["Grace", "Jeffrey", "Sylvia", "Pedro", "Martin", "Dina"]

Dictionaries also have a .keys() method that returns a dict\_keys object. A dict\_keys object is a *view* object, which provides a look at the current state of the dictionary, without the user being able to modify anything. The dict\_keys object returned by .keys() is a set of the keys in the dictionary. You cannot add or remove elements from a dict\_keys object, but it can be used in the place of a list for iteration:

for student in test\_scores.keys():  
  print(student)

will yield:

Grace  
Jeffrey  
Sylvia  
Pedro  
Martin  
Dina

**Instructions**

**1.**

Create a variable called users and assign it to be a dict\_keys object of all of the keys of the user\_ids dictionary.

Checkpoint 2 Passed

**2.**

Create a variable called lessons and assign it to be a dict\_keys object of all of the keys of the num\_exercises dictionary.

Checkpoint 3 Passed

**3.**

Print users to the console.

Checkpoint 4 Passed

**4.**

Print lessons to the console.

**script.py**

user\_ids = {"teraCoder": 100019, "pythonGuy": 182921, "samTheJavaMaam": 123112, "lyleLoop": 102931, "keysmithKeith": 129384}

num\_exercises = {"functions": 10, "syntax": 13, "control flow": 15, "loops": 22, "lists": 19, "classes": 18, "dictionaries": 18}

users = user\_ids.keys()

lessons = num\_exercises.keys()

print(users)

print(lessons)
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**Get All Values**

Dictionaries have a .values() method that returns a dict\_values object (just like a dict\_keys object but for values!) with all of the values in the dictionary. It can be used in the place of a list for iteration:

test\_scores = {"Grace":[80, 72, 90], "Jeffrey":[88, 68, 81], "Sylvia":[80, 82, 84], "Pedro":[98, 96, 95], "Martin":[78, 80, 78], "Dina":[64, 60, 75]}  
  
for score\_list in test\_scores.values():  
  print(score\_list)

will yield:

[80, 72, 90]  
[88, 68, 81]  
[80, 82, 84]  
[98, 96, 95]  
[78, 80, 78]  
[64, 60, 75]

There is no built-in function to get all of the values as a list, but if you really want to, you can use:

list(test\_scores.values())

However, for most purposes, the dict\_values object will act the way you want a list to act.

**Instructions**

**1.**

Create a variable called total\_exercises and set it equal to 0.

Checkpoint 2 Passed

**2.**

Iterate through the values in the num\_exercises list and add each value to the total\_exercises variable.

Checkpoint 3 Passed

**3.**

Print the total\_exercises variable to the console.

**script.py**

num\_exercises = {"functions": 10, "syntax": 13, "control flow": 15, "loops": 22, "lists": 19, "classes": 18, "dictionaries": 18}

total\_exercises = 0

for exercise in num\_exercises.values():

  total\_exercises += exercise

print(total\_exercises)
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